**Java Operators | Arithmetic Operators Example**

**-Siva Yannam**

**Java Operators |** A programmer generally makes a program to perform some operation.

For example, we can perform the addition of two numbers just by using + symbol in a program.

Here, + is a symbol that performs an operation called addition. Such kind of symbols is called operators in java.

So, let us understand the different types of operators and expressions supported by java in this tutorial and learn how to use them with examples.

**Java Operators**

In Java, an expression has two parts: operand and operator. The variables or constants that operators act upon are called **operands**.

An operator in java is a symbol or a keyword that tells the compiler to perform a specific mathematical or logical operations.

They are used in programs to manipulate data and variables. They generally form mathematical or logical expressions. An expression is a combination of variables, constants, and operators.

For example, an expression is x+5. Here, the operand x is a variable, operand 5 is a constant, and + is an operator that acts on these two operands and produces the desired result.
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**Types of Operators in Java**

There are three types of operators in java based on the number of operands used to perform an operation. These operators are shown in the below figure.
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**1. Unary operator:** The operator that acts on a single operand is called unary operator. A unary operator uses a single variable.

**2. Binary operator:** The operator that acts on two operands is called binary operator. A binary operator uses two variables.

**3. Ternary operator:** The operator that acts on three operands is called ternary operator. A ternary operator uses three variables.

Based on the notation used, Java operator has been divided into two categories: Symbolic and named.

If a symbol like +, -, \*, etc is used as an operator, it is called symbolic operator. If a keyword is used as an operator, it is called named operator.

**Classification of Operators based on Symbols and Named in Java**

The Java operators can be classified on the basis of symbols and named. They are as follows:

**1. Symbolic operator in Java**

* Arithmetic operators:       +, -, \*, /, etc.
* Relational operators:       <, >, <=, >=, = =, !=.
* Logical operators:            &&, ||, !.
* Assignment operators:     =,
* Increment and decrement operators: + +, – –
* Conditional operators:     ?:
* Bitwise operators:           &, !, ^, ~, <<, >>, >>>
* Shift operators:               <<, >>, >>>.

**2. Named operators in Java**

* Instanceof operator

Let us understand various types of operators in detail.

**Arithmetic Operators in Java**

Java Arithmetic operators are used to performing fundamental arithmetic operations such as addition, subtraction, multiplication, and division on numeric data types.

The numeric data types can be char, byte, short, int, long, float, and double. Java provides five arithmetic operators. They are listed in the below table.

**Table: Java Arithmetic Operators**

|  |  |  |
| --- | --- | --- |
| **Operators** | **Meaning** | **Description** |
| 1. + | Addition or unary plus | Performs addition operation. |
| 2. – | Subtraction or unary minus | Performs subtraction operation. |
| 3. \* | Multiplication | Performs multiplication operation. |
| 4. / | Division | Performs division operation. |
| 5. % | Modulo division (Remainder) | Performs remainder after division operation. |

**Integer Arithmetic**

If both operands in a single arithmetic expression are integers, the expression is called arithmetic expression, and the operation is called integer arithmetic. Integer arithmetic always takes integer values.

Let’s create a program where we will implement all the above arithmetic operators shown in the table.

**Program source code 1:**

package arithmeticPrograms;

public class IntegerTest {

public static void main(String[] args)

{

// Declaration of instance variables with initialization.

int a = 20, b = 10;

System.out.println("a: " +a);

System.out.println("b: " +b);

System.out.println("a + b = " +(a + b));

System.out.println("a - b = " +(a - b));

System.out.println("a \* b = " +(a \* b));

System.out.println("a / b = " +(a / b));

System.out.println("a % b = " +(a % b));

}

}

Output:

a: 20

b: 10

a + b = 30

a - b = 10

a \* b = 200

a / b = 2

a % b = 0 (Remainder of integer division)

Let’s take one more example program based on integer arithmetic operators.

**Program source code 2:**

package arithmeticPrograms;

public class IntegerTest2

{

// Declaration of instance variables.

int a = 50, b = 30;

// Declaration of instance methods.

void m1()

{

int p = b - a;

System.out.println("p = " +p);

}

void m2()

{

int q = -a\*b;

System.out.println("q = " +q);

}

void m3()

{

int r = a/b;

System.out.println("r = " +r);

}

void m4()

{

int s = -a%b;

int u = a%-b;

System.out.println("s = " +s);

System.out.println("t = " +t);

System.out.println("u = " +u);

}

public static void main(String[] args)

{

// Creating an object of class.

IntegerTest2 i = new IntegerTest2();

i.m1(); // Calling of m1() method.

i.m2(); // Calling of m2.

i.m3(); // Calling of m3.

i.m4(); // Calling of m4.

}

}

Output:

p = -20

q = -1500

r = 1

s = -20

t = -20 (Decimal part truncated)

u = 20 (Remainder of integer division)

1. In the preceding example program, a and b are integer types. Therefore, the result of a/b is 1 because the decimal part (divisor) has been truncated. This operation is called integer division.

2. In the case of modulus division, the sign of result is always sign of the dividend (i.e, first operand).  
For example :

-a % b = -20 because the sign of a (dividend) is minus.  
-a % -b = -20 because the sign of a is minus.  
a % -b = 20 because sign of a is plus.

**Real Arithmetic**

An arithmetic operation that involves only real operands is called real arithmetic. In real operand, values are assumed either in decimal or exponential notation.

Let’s make a program where we will assume values of variables in decimal form.

**Program source code 3:**

package arithmeticPrograms;

public class RealTest

{

public static void main(String[] args)

{

double a = 15.5, b = 20.2;

System.out.println("a + b = " +(a + b));

System.out.println("a - b = " +(a - b));

System.out.println("a \* b = " +(a \* b));

System.out.println("a / b = " +(a / b));

System.out.println("a % b = " +(a % b));

}

}

Output:

a + b = 35.7

a - b = -4.699999999999999

a \* b = 313.09999999999997

a / b = 0.7673267326732673

a % b = 15.5

**Mixed-mode Arithmetic**

When one operand is integer and other operands are real, this kind of expression is called mixed-mode arithmetic operation. First, integer operand is converted into real operand and then real arithmetic operation is performed.

Let’s make a program where we will take one value as integer and another value real.

**Program source code 4:**

package arithmeticPrograms;

public class MixedTest

{

int x = 20; // Integer

double y = 12.5; // Real

void div()

{

double z = x/y;

System.out.println("z = " +z);

}

public static void main(String[] args)

{

MixedTest mt = new MixedTest();

mt.div();

}

}

Output:

z = 1.6

In the above example program, you can see that the result is in decimal point because integer operand has been first converted into real operand.

**Precedence of Arithmetic Operators**

The combination of variables, constants, and operators as per the syntax of the language is called arithmetic expression in java.

It is evaluated from left to right using the rules of precedence of operators if an arithmetic expression has no parentheses.

There are two priority levels of arithmetic operation in java. They are as follows:

1. High priority: \* /  %  
2. Low priority: + –

If parentheses are used in the expression, the expression with parentheses will be assumed with the highest priority.

If two or more sets of parentheses occur into the expression one after another, the order of evaluation will be done from left set towards the right set.

Let’ take an example program based on all the above concepts.

**Program source code 5:**

package arithmeticPrograms;

public class MyTest

{

int x = 9;

int y = 12;

int z = 3;

void m1()

{

int exp1 = x - y / 3 + z \* 2 - 1;

System.out.println("Evaluation1 = " +exp1);

}

void m2()

{

int exp2 = (x - y)/3 + ((z \* 2) - 1);

System.out.println("Evaluation2 = " +exp2);

}

public static void main(String[] args)

{

MyTest t = new MyTest();

t.m1(); // Calling of m1 method.

t.m2(); // Calling of m2 method.

}

}

Output:

Evaluation1 = 10

Evaluation2 = 4

**Explanation** of exp1: exp1 has been evaluated by the following steps. They are as follows:

exp1 = 9-12/3+3\*2-1

Step 1: exp1 = 9-4+3\*2-1 (12/3 evaluated)  
Step 2: exp1 = 9-4+6-1 (3\*2 evaluated)  
Step 3: exp1 = 5+6-1 (9-3 evaluated)  
Step 4: exp1 = 11-1 (6+5 evaluated)  
Step 5: exp1 = 10 (11-1 evaluated)

**Explanation** of exp2: exp2 has been evaluated by the following steps. They are as follows:

exp2 = (9-12)/3+((3\*2)-1)

Step 1: exp2 = -3/3+((3\*2)-1) (9-12 evaluated)  
Step 2: exp2 = -3/3+(6-1) (3\*2 evaluated)  
Step 3: exp2 = -3/3+5 (6-1 evaluated)  
Step 4: exp2 = -1+5 (-3/3 evaluated)  
Step 5; exp2 = 4 (-1+5 evaluated)

**Key points:** Java does not have an operator for exponentiation.

# Relational Operators in Java | Example Program

**Relational operators in Java** are those operators that are used to perform the comparison between two numeric values or two quantities.

These operators determine the relationship between them by comparing operands. For example, to know which is a bigger number, comparing the age of two persons, comparing the price of two items, etc.

These comparisons can be performed with the help of relational operators. Relational operators require two operands.

Java supports six types of relational operators. They are listed in the below table.

## Java Six Relational Operators

|  |  |
| --- | --- |
| **Operators** | **Meaning** |
| 1. < | Less than |
| 2. <= | Less than or equal to |
| 3. > | Greater than |
| 4. >= | Greater than or equal to |
| 5. == | Equal to |
| 6. != | Not equal to |

**Key points:**

1. The result of all relational operators is always of a boolean type. It returns always true or false.

2. Relational operators are mainly used to create conditions in decision statements, like this:

if(condition\_is\_true) statement to be executed.

This statement can be implemented in the program like this:

if(x > y)

System.out.println(x);

## Relational Operators Example Programs

Let’s create a simple program based on the java relational operators’ concept.

**Program source code 1:**

package relationalPrograms;

public class RelationalOperatorsDemo

{

public static void main(String[] args)

{

int x = 10;

int y = 30;

System.out.println("x = " +x+ "y = " +y);

System.out.println("x is greater than y: " +(x>y));

System.out.println("x is less than y: " +(x=x));

System.out.println("x is less than equal to y: " +(x<=y));

System.out.println("x is equal to y: " +(x==y));

System.out.println("(x+20 < y+10): " +(x+20 < y+10));

}

}

Output:

x = 10 y = 30

x is greater than y: false

x is less than y: true

y is greater than equal to x: true

x is less than equal to y: true

x is equal to y: false

(x+20 < y+10): true

In the preceding example program, the value of the relational expressions is either true or false. If the condition is true, it returns true otherwise return false statement.

The arithmetic expression (x + 20) and (y + 10) are evaluated first and then the result is compared between them because arithmetic operators have a higher priority over relational operators.

Let’s create another program where we will use the if-else statement to compare among three numeric values.

**Program source code 2:**

package relationalPrograms;

public class Test

{

int x = 30;

float y = 50.5F;

int z = 60;

void compare()

{

if(y > x)

{

System.out.println("y is greater than x");

}

else

{

System.out.println("y is less than x");

}

if(y < z)

{

System.out.println("y is less than z");

}

else

{

System.out.println("y is greater than z");

}

}

public static void main(String[] args)

{

// Create an object of class.

Test t = new Test();

t.compare(); // Calling compare method using reference variable t.

}

}

Output:

y is greater than x

y is less than z

In the above example program, if you have difficulty understanding the concept of the if-else statement, you can skip it. When you will learn this topic in the decision-making chapter, you can easily understand this program.

Hope that this tutorial has covered important basic points related to **java relational operators** with example programs. Remember the following key points.

**Key Points:**

1. Relational operators in Java are the most frequently used operators in the expressions that control the if statement and different loop statements.

2. These operators are mainly used to determine equality and order.

3. The six relational operators are < , > , <= , >= , == , and != .

4. Equality in Java is represented with two equal signs, not one. Note that a single equal sign is an assignment operator.

5. In Java, integers, floating-point numbers, characters, and booleans can be compared using the equality test, ==, and inequality test, !=.

**Logical Operators in Java | Example Program**

**Logical operators in Java** are those operators which are used to form compound conditions by combining two or more conditions or relations.

Sometimes in Java, these operators are also called Boolean operators because they return a boolean value.

An example of logical operators is given below.

x > y && x > z

This kind of expression that combines two or more relational expressions is called**logical expression** or compound relational expression. The result of logical expression is also a value of true or false.

**Types of Logical Operators in Java**

In Java, there are three types of logical operators. They are listed in the below table.

**Table: Logical Operators**

|  |  |
| --- | --- |
| **Operators** | **Meaning** |
| 1. && | AND operator |
| 2. || | OR operator |
| 3. ! | NOT operator |

**AND Operator in Java**

In AND operator, two expressions (conditions) are combined by && operator. If both conditions are true, the operator returns true.

If one expression is false or both expressions are false then the operator returns false.

For example:

if(x > y && y < z)

  System.out.println("Hello Java");

In the above statement, there are two conditions: x > y and y < z. Since both conditions are joined by the && operator. So if both conditions are true, “Hello Java” will be displayed.

Note that both expressions are evaluated separately and then && operator compares the result of both.

Let’s create a program where we will implement && operator to combine two conditions.

**Program source code 1:**

package logicalOperatorPrograms;

public class LogicalOperatorDemo {

public static void main(String[] args)

{

int x = 200;

int y = 50;

int z = 100;

if(x > y && y > z)

{

System.out.println("Hello");

}

if(z > y && z < x)

{

System.out.println("Java");

}

if((y+200) < x && (y+150) < z)

{

System.out.println("Hello Java");

}

}

}

Output:

Java

**Explanation:**

1. In the first if statement, there are two conditions: x > y and y > z. The condition x > y is true but y > z is not true. Therefore, the statement “Hello” is not displayed.

2. In the second if statement, both conditions z > y and z < x are true. Therefore, the statement “Java” is displayed.

3. In the third if statement, both conditions are false. Therefore, the statement “Hello Java” is not displayed.

**OR Operator in Java**

In OR operator, two or more expressions (conditions) are combined by | | (OR) operator. If either one of the conditions is true, the operator returns true.

For example:

if(x = 1 || y = 1 || z = 1)

  System.out.println("Hello");

In the above example, there are three conditions: x = 1, y = 1, and z = 1 which are combined by || (or operator).

If either of x or y or y value becomes equal to 1 then the next statement “Hello” will be displayed. If any of the three conditions are not equal to 1, the message will not be displayed.

Let’s see an example program based on the OR operator in java.

**Program source code 2:**

package logicalOperatorPrograms;

public class OROperatorExample {

public static void main(String[] args)

{

int x = 1;

int y = 2;

int z = 5;

System.out.println("x: " +(x==1));

System.out.println("y: " +(y==z));

System.out.println("z>x: " +(z>x));

if(x==1 || x>y || x>z)

{

System.out.println("One");

}

if(x==y || y==2 || z==5)

{

System.out.println("Two");

}

if(x==y || y==z || z==x)

{

System.out.println("Three");

}

} }

Output:

x: true

y: false

z>x: true

One

Two

**Explanation:**

1. In the first if statement, first expression (x == 1) is true. Therefore, the statement “One” is displayed.

2. In the second if statement, two conditions (y == 2) and (z == 5) are correct. Therefore, the output “Two” is displayed.

3. In the third if statement, all conditions are not correct. Therefore, the statement “Three” is not displayed.

**Not Operator in Java**

The NOT operator is used to reverse the logic state of its operand. If the condition is correct, the logical NOT operator returns false. If the condition is false, the operator returns true.

For example:

if(!( x > y ))

   System.out.println("Hello Java");

In the above example, if the condition (x > y) is true, the statement “Hello Java” will not be displayed. If the (x > y) is not true, the statement “Hello Java” will be displayed.

Let’s take an example program related to NOT operator.

**Program source code 3:**

package logicalOperatorPrograms;

public class NotOperatorExample {

public static void main(String[] args)

{

int x = 1;

int y = 2;

int z = 5;

System.out.println("x: " +(!((x+2)==(1+2))));

System.out.println("y: " +(!(y==z)));

System.out.println("z>x: " +(!(z > x)));

if(!(x==y) && ((y+5) > z) && (!((z-3)==0)))

{

System.out.println("Hello");

}

}

}

Output:

x: false

y: true

z>x: false

Hello

**Explanation:**

1. In the expression ((x + 2)==(1 + 2)), (x + 2) is equal to (1 + 2). Therefore, NOT operator returns false.

2. In the expression (y==z), y is not equal to z. Therefore, the output is true.

3. In the expression (z > x), z is greater than x. Therefore, the output is false.

4. In the if statement, there are three conditions: (!(x==y)), ((y + 5) > z), and (!((z – 3)==0)).

* In the first condition, x is not equal to y. Therefore, the NOT operator returns true.
* In the second condition, (y + 5) is greater than z. So, its return type is true.
* In the third condition, (z – 3) is not equal to 0. Therefore, the NOT operator returns true.

Since all three conditions are true for AND operator. Therefore, the statement “Hello” is displayed.

Hope that this tutorial has covered all important points related to **logical operators in java**.

**Assignment Operator in Java | Example Program**

An operator which is used to store a value into a particular variable is called **assignment operator in java**.

In any programming language, an assignment operator is the most commonly used to assign a value in a variable.

There are three categories of assignment operations in java programming. They are as follows:

1. Simple assignment
2. Compound assignment
3. Assignment as expression

**Simple Assignment**

A simple assignment can be used in two ways:

* To store or assign a value into a variable.
* To store a value of a variable into another variable.

It has the following general format to represent a simple assignment.

v = expression;

where,

* v: It is a variable name that represents a memory location where a value may be stored.
* expression: It may be a constant, variable, or a combination of constants, variables, and operators.
* = is an assignment operator.

For example:

1. int x = 10;

2. int y = x; // Here, the value of variable x is stored into y.

**Compound Assignment**

The general form of compound assignment is as follows:

v op = expression;

where,

* op: It is a Java binary operator. It may be +  – \* / % << >> etc. v and expression are the same as explained in the simple assignment.
* The operator op = is known as a shorthand assignment operator in Java because
* v op = expression is shorthand notation for v = v operator expression.

For example:

1. x += 5; // It is equivalent to int x = x + 5;  
2. x -= 10; // It is equivalent to int x = x – 10;  
3. a \*= 100; // Equivalent to int a = a \* 100;  
4. a /= (b + c);

Let’s take an example program based on compound assignment operator.

**Program source code 1:**

package assignmentOperatorPrograms;

public class CompoundTest

{

public static void main(String[] args)

{

int x = 20, y = 30, z = 50;

x += y;

y -= x + z;

z \*= x \* y;

System.out.println("x = " +x );

System.out.println("y = " +y );

System.out.println("z = " +z );

}

}

Output:

x = 50

y = -70

z = -175000

**Explanation:**

1. x += y; will be evaluated in the following steps:  
x += y; is equivalent to x = x + y;  
x = 20 + 30;  
x = 50;

2. y -= x + z; is equivalent to y = y – (x + z);  
y = y – ( 50 + 50);  
y = 30 – 100;  
y = -70;

3. z \*= x \* y;  is equivalent to z = z \* (x \* y);  
z = z \* (50 \* (-70));  
z = 50 \* (-3500);  
z = -175000;

**Assignment as Expression**

In Java, an assignment operation is also considered an expression because the operation has a result. The result of expression is a value that is stored in a variable. It is mainly used in more than one assignment.

For example:

1. int x = y – z + 4; // Here, the expression y – z + 4 is evaluated first and then its result is stored into the variable x.

Let’s take an example program related to this concept.

**Program source code 3:**

package assignmentOperatorPrograms;

public class Expression

{

public static void main(String[] args)

{

int a = 19, b = 31, c = 50;

a += 1;

b -= 1;

c \*= 2;

int x = (10 + a);

int y = x + 100;

int z = x + y + c;

System.out.println("Value of a: " +a);

System.out.println("Value of b: " +b);

System.out.println("Value of c: " +c);

System.out.println("Value of x: " +x);

System.out.println("Value of y: " +y);

System.out.println("Value of z: " +z);

}

}

Output:

Value of a: 20

Value of b: 30

Value of c: 100

Value of x: 30

Value of y: 130

Value of z: 260

**Explanation:**

The following steps have been performed to evaluate the above expressions of the program.  
1. a += 1;  
a = a + 1;  
a = 19 + 1;  
a = 20;

2. b -= 1;  
b = b – 1;  
b = 31 – 1;  
b = 30;

3. c \*= 2;  
c  = c \* 2;  
c  = 50 \* 2;  
c  = 100;

4.  x = (10 + a);  
x = 10 + 20; // Here, the value of x will be 20, not 19.  
x = 30;

5. y = x + 100;  
y = 30 + 100; //  Here, value of x will be 30.  
y = 130;

6. z = x + y + c;  
z = 30 + 130 +100; // Here, value of c will be 100.  
z = 260;

**Note:**

1. You cannot use more than one variable on the left-hand side of = operator.

For example:

x + y = 20; // It is invalid because there will be doubt to Java compiler regarding for storing the value 20.

2. You cannot use a literal or constant value on the left-hand side of = operator.

For example:

20 = a; // It is also invalid because how can we store value of x in a number.

Hope that this tutorial has covered all important points related to **assignment**

**Unary Operator in Java | Pre, Post Increment**

The operator that acts on a single operand is called **unary operator in Java**.

A unary operator uses a single variable. There are three types of unary operators in java. They are as follows:

1. Unary minus operator ( – )
2. Increment operator ( ++ )
3. Decrement operator ( — )

**Unary minus operator in Java**

The operator which is used to negate a given value is called unary minus operator in java. Let’s understand it with an example program.

**Program source code 1:**

package unaryOperatorPrograms;

public class MinusExample

{

public static void main(String [] args)

{

int x = 5;

x =-5;

System.out.println(x);

}

}

Output:

-5

In this code snippet, the value of variable x is 5 in the beginning. When we applied the unary minus ( – ) operator on it then it became -5 because the unary minus operator has negated its value.

Negation means the conversion of negative value into positive value and vice-versa.

**Increment ( ++ ) Operator in Java**

The operator which is used to increase the value of a variable (operand) by one is called increment operator in java. It is represented by ( ++ ).

The operator ++ adds 1 to the operand. It can have the following forms:

++x; or x++;

 ++x is equivalent to x = x + 1; (or x += 1; ).

Consider the following examples:

1. int a = 5;

    ++a;

2. int a = 5;

    a++

Here, the value of variable a is incremented by 1 when ++ operator is used before or after x. In Java, both are valid expressions.

Let’s take one more example to understand it better.

a = a + 1;

In this expression, if we a is equal to 5, then a + 1 value will be 6. This value will be stored again left-hand side of variable x. Thus, the value of x now becomes 6.

The same thing can be performed by using ++ operator also. ++ operator can be used in two forms:

**1. Pre incrementation (Prefix):**

When we write ++ operator before a variable, it is called pre incrementation or prefix. In pre incrementation, the increment is done first and then any other operation will be performed.

In other words, the prefix operator first adds 1 to an operand, and then the result is stored in the left-hand side variable.

**2. Post incrementation (Postfix):**

When we write ++ operator after a variable, it is called post incrementation or postfix. In post-increment, all the other operations are performed first, and then at the end increment is done only.

In other words, the postfix operator first stores the value in the left-side variable and then the operator adds 1 to an operand.

Let’s take an example program related to this concept to understand better.

**Program source code 2:**

package operatorPrograms;

public class IncrOperatorTest1

{

public static void main(String[] args)

{

int i = 0;

System.out.println(i); // Output 0

System.out.println(++i); // Output 1, first increment the value of i and then displays it as 1.

System.out.println(i); // Output 1, displays the value of i because i is already incremented, i.e. 1 at right-hand side.

System.out.println(i++); // Output 1, first displays the value of i as 1 and then increment it.

System.out.println(i); // Output 2, displays the incremented value of i, i.e. 2.

}

}

Output:

0

1

1

1

2

**Explanation:**

1. The first pre-increment operator increases the value of i by 1 and outputs the new value of 1.

2. The next post-increment operator also increases the value of i by 1 but outputs the value of i as 1 before increment occurs.

3. After the post-increment, the output is displayed as 2.

**Program source code 3:**

package operatorPrograms;

public class IncrOperatorTest2

{

public static void main(String[] args)

{

int x = 50;

int y = 100;

int z = 200;

int a, b, c;

a = ++x;

b = y++;

c = x + y++ + ++z;

System.out.println("x = " +x);

System.out.println("y = " +y);

System.out.println("z = " +z);

System.out.println("a = " +a);

System.out.println("b = " +b);

System.out.println("c = " +c);

}

}

Output:

x = 51

y = 102

z = 201

a = 51

b = 100

c = 353

**Explanation:**

In the above example program, the initial values of x, y, z are 50, 100, and 200 respectively.

1. When the statement a=++x is executed, the value of x is incremented first by 1 and then the value of x is displayed as 51.

After incrementing the value of x is stored into the variable a. Therefore, the value of a is also displayed as 51 (same as that value of x). Thus, this operation happened in the below form:

x = x + 1;

 a = x;

2. When the statement b = y++ is executed, the current value of y is stored into the variable b because the increment operator is in postfix form. Therefore, the value of b is displayed as 100.

After storing the current value of y into b, y’s value is incremented by 2 because y is modified two times in the program and then it is assigned to y. Therefore, the value of y is displayed as 102.

Thus, this operation occurs as follows:

b = y;

y = ( y + 1) + 1;

3. When the statement c = x + y++ + z++ is executed, the value of x is assigned as 51 because the value of x is now 51 after increment. The value of y is incremented by 1 and then it is assigned as 101 into y because y++ is in postfix form.

Similarly, the value of z is also incremented by 1 and then it is assigned 201 into z. The sum of three values 51 + 101 + 201 will be stored into the variable c. Thus, the output is 353.

Let’s find the value of following expression ++x\*x++, given that the value of x is 10.

**Program source code 4:**

package operatorPrograms;

public class IncrOperatorTest3 {

public static void main(String[] args)

{

int x = 10;

int m = ++x \* x++;

System.out.println("m = " +m);

}

}

Output:

m = 121

**Explanation:**

1. In the above program, the value of variable x is 10. When ++x is executed, the operator will increment the value of x by 1, and then it will assign the value of x as 11.

2. When x++ is executed, the value of x will not be incremented in the statement because this is post incrementation. Hence, the value of x will stay the same i.e. 11. Thus, the output will be 11 \* 11 = 121.

Find the value of x and y in the following expression, given that the value of x is equal to 20.

**Program source code 5:**

package operatorPrograms;

public class IncrOpertaorTest4

{

public static void main(String[] arg)

{

int x = 20;

int y = ++x \* 10 / x++ + ++x;

System.out.println("x = " +x);

System.out.println("y = " +y);

}

}

Output:

x = 23

y = 33

**Explanation:**

This question is more complicated than the previous example. So, let’s understand the explanation of the above program.

1. When ++x will be executed in the numerator of expression, first, value’s x is incremented by 1 and then returned to the expression as 21, which is multiplied by 10.

So, the operation will occur like this: int y = 21 \* 10 / x++ + ++x; // x assigned value of 21.

2. Next, when x++ in the denominator of expression will be executed, the value of x is again incremented by 1 but the original value 21 of x will use in the expression because it is post-increment.

So, the next operation will be like this: int y = 21 \* 10 / 21 + ++x; // x assigned value of 21.

3. The final assignment of x increments the value of x by 1 because it is pre-increment. So, the value of x is now 23 because, after post-increment, the value of x returned as 22 to the ++x.

We can simplify this: int y = 21 \* 10 / 21 + 23; // x assigned value of 23.

4. Finally, we can easily evaluate multiply and division from left to right and perform simple addition. Thus, the final value of x will be printed as 23, and the value of y is 33.

**Decrement ( — ) Operator in Java**

The operator which is used to decrement the value of a variable (operand) by one is called decrement operator in java. It is represented by ( — ).

The operator — subtracts 1 to the operand. It can have the following forms:

--x; or x--;

--x is equivalent to x=x - 1; (or x -=1; ).

Like ++ operator, — operator can also be used in two forms:

**1. Pre decrementation (Prefix):**

When we write — operator before a variable, it is called pre decrementation or prefix. In pre decrementation, the decrement is done first and then any other operation will be performed.

In other words, the prefix operator first subtracts 1 to an operand, and then the result is stored in the left-hand-side variable.

**2. Post decrementation (Postfix):**

When we write — operator after a variable, it is called post decrementation or postfix. In post-decrement, all the other operations are performed first, and then at the end increment is done only.

In other words, the postfix operator first stores the value in the left-side variable and then the operator subtracts 1 to an operand. Post decrement is performed after all other operations are carried out.

Consider the following examples:

1. int a = 5;

int p = --a; // pre-decrement.

Here, the value of variable a is decremented by 1 and then assigned to a. In both cases, the value of a and p would be 4. The operation will occur like this;

a = a - 1;

a = 5 -1;

a = 4;

p = 4;

2. int a = 5;

int q = a--; // post-decrement.

Here, first, the original value of a will be assigned to variable q and then it is decremented by 1. In this case, the value of a is 4, and q is 5. The operation will be like this:

q = 5;

a = a - 1;

a = 5 -1;

a = 4;

Let’s take a simple example program based on the decrement operator.  
Program source code 6:

package operatorPrograms;

public class DecrOperatorTest1

{

public static void main(String[] args)

{

int a = 1;

System.out.println(a); // Output 1

System.out.println(--a); // Output 0

System.out.println(a); // Output 0

System.out.println(a--); // Output 0

System.out.println(a); // Output -1

}

}

Output:

1

0

0

0

-1

Let’s take a complex example program based on all the above concepts.

**Program source code 7:**

package operatorPrograms;

public class DecrOperatorTest2 {

public static void main(String[] args)

{

int a = 1;

++a;

int b = a++;

a--;

int c= --a;

int x = a \* 10 / (b - c);

System.out.println("a = " +a);

System.out.println("x = " +x);

}

}

Output:

a = 1

x = 10

Hope that this tutorial has covered all the important points related to the **unary operator in java**.

# Conditional (Ternary) Operator in Java Example

The character pair ? : is called **ternary operator in Java** because it acts on three variables.

This operator is also known as conditional operator in Java. It is used to make a conditional expression.

It has the following syntax in java:

**Syntax:**

variable = exp1 ? exp2 : exp3;

where exp1, exp2, and exp3 are expressions.

## Operator? works as follows:

First of all, the expression exp1 is evaluated. If it is true, the expression exp2 will be evaluated and the value of exp2 will store in the variable. If exp1 is false, exp3 will be evaluated and its value will store in the variable.

Consider the following example:

int a = 40;

int b = 30;

int x = (a > b) ? a : b;

Here, first (a > b) is evaluated. If it is true, the value of a is stored in the variable x. If it is false, the value of b is stored in the variable x.

Here, (a > b) is true because the value of a is greater than the value of b. Therefore, the value of a will assign in the variable x. That is, x = 40.

In the above example, we have used 3 variables a, b, and x. That’s why it is called ternary operator in java. This example can also be achieved by using the if-else statement as follows:

if(a > b)

{

x = a;

}

else {

      x = b;

}

Let’s create a program where we will find out the greatest number between the two numbers.

**Program source code 1:**

package operatorPrograms;

public class Test

{

public static void main(String[] args)

{

int x = 20;

int y = 10;

int z = (x > y) ? x : y;

System.out.println("Greatest number: " +z);

}

}

Output:

Greatest number: 20

Hope that this tutorial has covered all important points related to the **conditional (ternary) operator in java**

# Bitwise Operator in Java | Bitwise AND, OR, XOR

An operator that acts on individual bits (0 or 1) of the operands is called **bitwise operator in java**.

It acts only integer data types such as byte, short, int, and long. Bitwise operators in java cannot be applied to float and double data types.

The internal representation of numbers in the case of bitwise operators is represented by the binary number system. Binary number is represented by two digits 0 or 1.

Therefore, these operators are mainly used to modify bit patterns (binary representation).

## Types of Bitwise Operators in Java

|  |  |
| --- | --- |
| **Operator** | **Meaning** |
| 1. & | bitwise AND |
| 2. | | bitwise OR |
| 3. ^ | bitwise exclusive OR |
| 4. ~ | one’s complement (unary) |
| 5. << | shift left |
| 6. >> | shift right |
| 7. >>> | unsigned right shift |

In Java, there are seven types of bitwise operators. They are listed in the below table form.

**Table: Bitwise Operators**

The classification of bitwise operators in java can also be seen in the below figure.

![Types of bitwise operator in Java](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAi8AAAGNCAMAAADuNmEOAAAAgVBMVEX///+/v7+pqamkpKTd3d2AgIDQ0NDhBAQAAACYmJj49fU3NzdeXl5DQ0NTU1N5eXm1tbXGxsYbGxtra2vpQkILCgoEtQvV1dX5wsLp6eklJSUFBwX8+/uKioosLCwUFBQQEBADhwgAKgHmKirtZ2fyiYkBVgX1pqb82tpCAACeAgIyew32AAAg70lEQVR42u3d2XriOrsE4PKEy5Jno4BnkkAn/77/C9wHMlOGXhkgAfqrg7X6gTAIXiRZliVAIpFIJBKJRCL5F6J8ieTt1G94mQWRRPJWeu8tL67UsZI3MxMvEvEiES8S8SIRLxLxIpGIF4l4kYgXiXiRiBeJeJFIxItEvEjEi0S8SMSLRLxIJOJFIl4k4kUiXiTiRSJexMs+y4uLeLnkzMMLy1y8XHIexYt4kfpFvEj9Il6kfhEvUr+IF6lfxItE6hfxIvWLePn5+mWO5esbAfEiOahflgCgluswfNysw3Cjjr/Izea9r3i9VN3z5vEjFh7Fy83UL0ssN5unHaFn9cEa4QlYLhXUf1vYiJebql/WYRg+YRPOsXwEgA2ewnBp/xMCYfj4pLrndRiGm+n/YRiuoeZh+LjEMgyh5s/d8tH+4XIehlBztQnnS6WewvAZwNPuOeZ42qh5uHnu1Ea8XGX9sg7DxyXW4RzLcA21flQqDDulwrBbhkAYLrFZL7EON3iaLydrS2zCMAwfgccQWM6fsLR/+KzCEN3z0/yxU+snPIVzhc08VHjaPGMdzqGeN49rPK2f8CRerrT/ArW2/d1HqDB8wuMcGzzOsQmBMHzu5uHj42Oo8Bg+Tt/y8/QcCvMQmIehwuMcyzBcYx0C6zB8XM/DRzyH4TMewzWWYTiHCufoHsPwCeswnD+Kl2vtv6huvfeyxnyjHrFeYx4CYbgB1NM8fLSPXb7hJQzDJeZr+web0L7A5ll1UNbLEzb2YGuOZ8tDLdfSHl1t/8V+lZOXR2yWy/D56ambjqfnmyWwfkQ3n8/nb7VHWy/L+Xw+n27Y4Gk+f+nlcTpof9wslbRHV9t/CR+nr/IRKgxDtew24dPz89J6eZzbxkrhMXycWhHb37Xd4n17pMLwcb4HFO68HLRHy9A+Y6g68XKN9ctys3lSWNqvEtjMwydgHq6BjfWi1Hr9hE24wXI9VUe74+nnxzAEluul7e8+rZ+7qYF6wtP6WWEdLvE0f1R4WqupU207xptuKV6usX4B0D1vHu1XuVFqHa5tq4T5VL8sVfe8OT6eDsP1UqnnjW3L9sfTajk9KHxcquf5WqlwrtTGHmqvd4PIT6pTT9LfvcL65QQ5wTkD8XIt9Yt4ES9Sv4iXC65f5Py01C/iRbxI/SJepH4RL1K/iBepX8SL1C/i5d/Ien5hWYuXfyALxjdRDvEiXsSLeBEv4kW8iBfxIhEvEvEiXsSLeBEv4kW8iBfxIl4k4kUiXsSLeBEv4kW8iBfxIl7Ei0S8SMSLeBEv4kW8iBfxIl7Ei3iRiBfxIl7Ei3gRL+JFvIgX8fIvRzXcp/XEi+TvXlY0/5tCRuJF8ve4NNPSLf+jlvZI8l+J+b8wDMPw/2h88SL5zxap5P+FYRgaehAvkv+MwzYMw/8xkeMjyUdS8X/h/3FVixfJR1skw1v4VMXLj6Qgb2PA7p/3EvxMNE32Ay/Ti5fzNhQZbyrtQrycMzW1c0OJmYuX83pJbqk4gXgRL+JFvIgX8SJexIt4ES/iRbyIF/EiXsSLeBEv4kW8iBfxIl7Ei3gRL+JFvIgX8SJexIt4ES/iRbyIF/EiXsSLeBEv4kW8iBfxIl7Ei3gRL+JFvIgX8SJeLjpuEARBxiYIgiBwrr00fm+v6k+DIAgCJV5Onc4cXqdeXXtxoqPL7hfi5Qyf8MP9lBtY+akb+GcqzcM59f/D/ZeE93d3d3d3dw+3sPLTom1tae5ZKvFyjr6usWD+3MbKTz0fJv2F9HfP0+Plw9l/jz8Yzfu7u7s/zOT46ExJ+efu7oHObZTGN+3d3T0bJV7O1SKNvP9z/cdGBz34u5YziJdzJefDrbRGtgf/wADi5XyJedbe4c/34M+9ocW/vj5m2t9ScfLEFy+SC4p4kYgXAEDw6ZGI5I3Tu8F5xzPOHFJ9qJT/rJeOJDkmBeB87KxzRpKmyTrAC3yo9njLPOcSzl17dtpFyv4zJVJAEHRwXpx+9AJfvBx4iatY03z4DGLGoapSs61G3EvcYjH6Dy/d6xLFq+3AUnXK09U36KUGUDJHwAwZo2o1BgD6xpQ94DDNTMUY6Eb69tOtAETUQMK8ItmMKyBjCVTMA2bosqYtKwXMEmPS+lfrl12JVFWaIQcy9knbvy6RRw2QaiAZH5YoYY4uK22JvKEts+4f99LNjPERMEPAMg4MC3jUnqaHgmUTF61RcKaxiowVoGJWQMK8SBi7KRfQhj40VcAMPVOvYox6tYqiVv+ql4Bl3Bs6iBlHY+sjYKmr+nWJKlYAqdySfXFYooT5rkQOB7f6zBjfbfZfWDqYvGggZg/HWyBijIL0gZQ5qqnhmXYoiZXtCVaMENFTrBh1RiNghphRh8JHz0yp9Mwj7v/RHgXUQMUAXlQjpoeAA94tEanQcHFUooT5rkQpXaXK8R/vv1SpGZ3JS2XhLNKxbZmi4ADAYYzGqIPWfmC69zJjlbMo44IZAmbISZNECrH9ItzfrV8qoGeGXK9aMrI3IGeMpq1flmjrxZaoSWfMkDDflWjaS73+l73UAFzqyUtmP92BwSJgisLW2eVqwRT72hvdwHznBaOuTBeX0dQLwiLTLVPErIqiKOpf8KIBQDPalqjyTesu0u0N75Vo6wWjzoyyJUqYA4ssMUzRMCqKolD/uhePzZEXRdao9l4CpttRiN2n6+29pEYn8KhbhYAZfAeoS3Y9Y+Azn+7JjkrIAijI2c5LzgEY9l5elQgDvb2XtN2VKGE+lahFygjIP9HA3mp7NFnZ1S8ls35g40xefLLscFR7r2okzJFRR4jIHj6pbWOWMPP6VqNeMQva3zihnbJNdMsUOy8Ltl48MFlMXnxyfF0iUkEzdQ9LlDDflcjh2Mfbeunf7e8aHeHYS96YxE/bePKCZDdsa3uHZbywn6Q/GI0FOQMaZvZZ6rhsy9gHCm1W6W/sUa+iwZih7/Ze0I+mqoc22g5AJ7uJPFOJ0oXtv+TjqsKCLKYSJcz3JfIGe1z9r3r5KKuGCymRjNd9dExX38Yc732C5DOtinj5XIxJ1W2VaPVDJZL5DLfTIomXs0eutxcv4kW8iBfxIl7Ei3gRL+JFvIgX8SJexIt4ES/iRbyIF/EiXsSLeBEv4kW8iBfxIl7Ei3gRL+JFvIgX8SJexIt4ES/i5UeycBzHyakdx3GKTryIl7/mxvY/Ei/nTsWHP1P4C0u6iJcri2q2+x/9Ofci6uLlFjKbNgy659CJF/Hyn8n45+7u7q5tb+bSe/Fy1i7vwPu7uwfezhYC4uW8h9Rs7+6pIV7Ey4fS86E1/i2UxDkcHih98XKeaF7ict5fqir5sM05twC7dC95cNZUbRP8SH6gKfpzd3f+DWIv3IureRvJfqCqvJ9Gk845WH3hXmJ6zi2k4dmHeHy7YfmZN4i9eC+3MTaiz+8FER/u7s69Qax4uRkvSHh/7u3KxcsNeakNz35uQ7zcjhd45LnPbYiXG/KC5OznNsTLLXlRZz8VJl5uycv5I17Ei3gRL+JFvLyTRVy2q+TNr+z0e02Kl2v3UhiOyfD2JQ6n//jEy5V76RrGCnBJB5pOahoX6LKybTygYo0iWRmdixfxYqsX2n1uU1ZI2AQVjULA1E1YIEqVWo1RVNIXL+IF2G0di56J3WSwYQHDWs3sBlo+Bx/+TIkX8fLaiwskzH0752aYXppNdbJur3i5/vao3rdHOZAy99kWRVFYJMqLG7aFeBEvAICGqQJycrbzAkMfteMDgCp8oD/ZFZzi5VaOpwPsvQTUkbYz2QsOkZec7DoT8XLtXuDHZTsmOQ68dFnZNtOFD642ZvBuvv+S60RrPVJrrXV1vaPpkdZaa2PLcf3X9V+sl+xgcn3bXu/uvynZTqVgW4qXc0WV2+U2rvsKZ9/sytGe/WrVf9gLCrbb5Vmu+grnaFo25O7hFlaxuuD+bmY/6Huu6qv+iFN75eGZLwwSL3a5jbuHa6/F65H3578wSLxg0fLu7g/ja/+Mc7Y3s8zMRY+/RHy4P+diAz+Vin9uZZmZyx6v0+Q5Fxv4sWO9hryNZWYu3Eu9+oGFDX7iUya9n3ot8h++3r7ob2OedP5zqxJ93Itqo1vzIjmjF5fi5YZTx6PRDqCqsi0rhY6j05hUxaYp0NHkTasX1ksdr1pdAJq5NtrvxzHaT+rdzvKtSDZX4+Wtn0HwXm/lzd9M8dYhR3KBozW795QwB6LRfK0vkzLtx3aGlLrXTAEy6VccqpgNQOq8orafVcLAK0eFhEOvOSQB6e8m9W5n+RYJY/eyvWQkaZpMAUHQvWpAncD5hBc/iC7aS56MbZnODt6TF/hQZL/4Us+BZQc39mZcKagVfZAFMmoowxpkgW7kAqSaUSsVMULCADlbhYTublLvbpZvdfHtUcahquLV9kTKhxvQj7fJl+Mlp4mzhKv6+D35LL/Wc/CmrZoiJgA0c5AKESugpG8/oulWb7vpSsIcMzZATG83qXc7y/cqvFSYpiiTqiLZjCsgYwlUzANm6DLbOmOWGJPWey/bZhsz3Q4OjW2Pto36Il2ZZHFJXipmAKp4hoRuapocSJg7JKm/0nN46cX9mxddFEXhI2GOBYfJyzSpdzer6kq8qIoVQNoGNOUC2tCHpgqYoWfqVYxRr1ZR1CZ7L7tme2DSD1xZL9tGvWHQs7kkLz0bp5vqvCZNaBQS5nXPled+qefAsYOr+xlHBWUmIgdeHCizbY9KwHfqIy+7Sb1X5YUkGStLoGKEiJ5ixagzGgEzxIw6FD56Vkql03RMUu2a7YJjB5cjCupdo64iz35sl+NFJaRJAh9I7HdaIGFu26OvfFNImPb2WZJtf/fIy9An+/5uGpXt7NjLdlLvzktGHV26l6Gq4mFb2IoRZqxyFk06Y4aAGXLSJJFCbGm5Wy+7ZttjAtSTl20ljX4wLbm4qOOjWZ+uaBb7DsP3vNTxqtU5oKqSZaZeecmbVvvT8XS6MtrBsZftpN6dF38w+graI3TD1FmrGAGjzoyKy4i5PZ5eZIlhiphVURRF/dKL+6YXl02xKC/MCwB1eFnQN72c6pDge7+BX/CCgd7eS9rqBB51qxAwg+8AddmiZwwUhdq3R1Oz/aI9so16xgr1ZdUviXEABEzFy7fbo1UNUtkGNCJ7+KS243UJM69vNeoVs6Atd172zXbDpG8mL9tGPWLj6oZZfUn93TaJE05Mjr18pefwb3ohyTKdhq39wWgsyAJomFkvdVy2ZewDs8SsUv/oeNo227OhHfKtl6lRV7Epo2I0swtqjzw9cpXkeMPLV3oOF9Inu77zR34BzG5plyvxctYMjLcXe0rEy3/XL+loBuEiXiTi5ZsJ9G1Me620rKf6E5H1GcSLeBEv4kW8iBfxIl7Ei3gRL+JFvIgX8SJexIt4ES/iRbyIF/EiXsSLeBEv4kW8iBfxIl7Ei3gRL+JFvIgX8SJexIt4+Yn0B/sfXfNODfFhORLxcq5E5MOU9prXhK8Oy6HFyxmr8D+7faac6/2A9/t+3d/CmvCX62W3MdmV7zO12/fr4Rau4b3g/q633S/ryveZmvb9+nMDvZfLPj6yG5OxvfJ9pjrN+7u7e461eDl/038D+0z5hvfXv03c5XuBw/bPLSz0EvHhzy1s9nnpXlCR5hZq8ZQ3sdnnxXvpGl7i0iK188nkK0bv3Ze8f9fpUv8bXlBf4m58fsZrS/SPeLnQ7kganC6aVXDmVEzFy296OeXAW3z+fakXp9uTWbyIF/EiXsSLeLlpL7VzeVHi5WK99Bd4VJmLl4v1slqd4khwOOHBZvre7rPi5QK8jOVpPszTzd91GYgX8fLh5OJFvEj9Il6kfhEvUr+IF6lfxIvUL+JFvEj9Il6kfhEvUr+IF6lfxIvUL6d5nh9agkK8/FL9oqYTl2kQBEH0zW+4c46WbjjPAjG9nb87BEEQBLV4+dn6xT3t9IhqvwRFe56lG/yjN5yJlx+uXxr+ubf5w+HbLUjX7JagONfSDSkfdm/4FMuJSP3yuY+L3C7m0p7gnc3a1j7Z2ZZu2C8/80BP+i8/fnwU2MU5TrUMQM+HMy/d4EzLz/w5zTVIUr98MnbZq5MtA6DPvnSDXX7mnmUtXn5h/MU3vL+75+pENUJteOb1s9TA+9Ot6XYGL24QBEFg7PzdL49FLQ7n737TbzcdBidBEAT9N7upHh9OWSO4Z1+6YdHy7mTLiZzBS3N4CPflars6OhL83ifqnPTa85QPpxv/AmKee02BiA8nM3kGLxHb6RDu/htjFAvD7bN8/+vRB0eV316btS5Pu77r+Vek1qdb0+0c/ZdkOwz15ztfdDQdiZxiwcPdWpt37Ql+zU5ymhohOfw1Jefp9BbUQJ38rU6tOf6ul3q03879936HW3btCU7IRbvD4Ay/G9s2jokDeIH/hhfVfrrBLFkAWHD1xi8l+M9n+3UvyO0x/zd/y/WK93d3dw8nOayxa23ec/jldfw7hyZN04Fm8U5l4/KUXj7yOf+6F3ti5Nu/5dwOZp1kpMPWea++pc9VDU0bv13h7/7x5p+8qF8ay6NHwhx1asoo4QwJ3dQ0OSrS/sWXvDhMvdKkCvAGs0p9+65muh0cGnQci8HoBTBLjElrYKHbwf19L6rh/f33T7nG/HN3qkXUcz587jSN8+pr06wc6PQdL34QvfMnL95HY58rQsIcFYderzhDwiZNaFSRMHa/7KVgmUQNAxTUUd829u0NTPqBK4DUfUKNerWKojYBBqZ98/teMGN7gi9aNTzdmbiKD586TZO/8lLSR833vLz/Jy8YmjRNG5Y1EuYwnKFuuUDCyn7x1Xfao4JGwWUCj7HCbIGCGgXHDi5HgHRQs0XPSqmUi4Jjh/wCvCA4yRp7M55u5TXVfG5Qdl+/eENbZh1IUpOkDwBdVrZlpVBQu6VJFQrqF3/yt7GgtAYS5jUJoOECCV1MNc63vAyWsD+SOqtRUMNjMvVSSAUYqmmTHXd/z297QXqSU65RebozcbPyU8XaeXE4uBUDeCN7t6L2FAD0TL2KMQo2Q7WyLcCLP3m/2orYKCBh7h94yYH0a14a5gAcllN3hRqo+3Rkqd7zUhVFUdQX5OXa0+28pHSVKkfb2LjbCi9m1KHwUbD1ETGxX9XRn/yFoWZga5N23x593UvKtEOXMt17qR2FLmXxsj2yXnrGQFGo/T3i5fsDJc3210uSrI8x5KRJIrVvAT7lpaDxkTBHbPu7B14y6s+CKVo2SUkz23vpmXpRaeqCGmiY2F7t1ku9Yha0pULD1PaExcv3D6h2XqKiKAr1AsMiS8zhL/pjXrbVVszEHk8nbRkNh178wXx6BGGRlu2YLnDQHgWNWSXFdMPQDvmhF8wSs0p9oBjaoaD5HS9vnRYMPj0I89bAePELu04ctEcRkM9eYPAdoC7bz3p5NS40q9GteN4z1H4xITpBJ/C7XjKSNE2mgCDo4LyYsOIEzse+HJJtGfvTKPmLIYwPjGqfHKE98E3ThcOxj5laDDnHvrbPmHl9q9/wsvuTjx3l6yg93UHg2xkYR/o0AxMn8DJUVbzazq+ovjbBKeeqquKGw/SrO8kn+ALhyxMz/4Ewn6Y/OPCGtqyUxdAlplkAQB2XbRn7b3jZ/cmHjvKrsm2qM+9d4qejGU4zjnUCLxUAjxog1UAyHldAxhKomAfMdkMV24GMdyt/n1RImLskmXAGh/SRMyuodyPcqONVqz9wZqpzjhG6t7B/4m/nNF5UxQoglVuyL1IuoA19aKqA2W6oYjuQ8Z4X5XGwoxIVtdczQmYYIWM+HX9EfdsACQOvHNVH6pdDhBXJJn0P4faEiuQn+i9krGx/t+ECET3FilFnNAJmu6GK3UDGW1WBnY3n266GyxQzxtBJEyPhNOpkR7hn1Ep96JLU/AhhkTB2o3cQ7k6oSH6k/zIw3XuZscpZNOmMGQJmu6GK3UDGW1XBqqrihEO984JxUAziEit9NMLt2WepPlK/HCGsGL2LcHtCRUD8TP+lG5jvvGDUmVFxGTG3x9PTUMVuIOPdwY6Y1d5LSpeFR5fZNEvMjnB71EVRFP5HvBwhrBi9i3B7QkVA/IwXDPT2XtJWJ/CoW4WA2W6oYjeQ8e5gR8V47yWiNp1PTQfFwQj3jCXgf2SHuRcIK0bvItyeUBEQP9UerWqQCpqpi4js4ZPajtdthyp2AxnvVwXMkTC3QxgzMgEatvbc73aEGwnTqPzIBOYXCCtG7yLcnlD52Q9/N8BJKiA235oBcjQy+v4w6e6egBkQjcb7aS8kWaYLW+p8XFVYkAXQMLPvajtUsRvIeG+wY0xy29WwQxgjeyCmnobWphFu1OnK6I+MAr5AmFFHeAfh7oTK73ixI51lVDtf70IdjYzuvbycvLW7xwkcKLJf/H1+16m9XG465xihPTHzDsLtCZXf8QIAHuMvD3e+X4u8Gvk8qnl8lp8cHJXzjb+QIlkZnQPkTBtta+aAJBvyC5fgOEwzUwTMgGw0ccYeAbNsNQZ2wZqj+V3bexAwc0gy/vv8LvHy61GrMYpK+iB11Uwj47OY2vNK9p+/pqJg2VSLgBlcmiBdMULARsek47+a37W9BwGzuufKc/4+v0u8/Hp8Dj78mQLpwmdrGyaPsZ1p9wUvrb89suiBgRECDkDM4PX8rt09ATPbHrnSHl14NNlUM4CsgZbq216GqWPS0AEqRghYAT2z1/O7dveIl+tpkLy4YVvspy9914t+7SUDelav53ft7hEvV8Ol8IGewem9JIy27dFLL9tBU/FyfYdHHCIvmU6gHHvRTN1vePG42vZ3JxWv5ne99vKp+V3i5RfiamMGD294ycdV9Q0vqMyqOmqPXs3veu3lU/O7xMtNtXQL304aP1tO66XkSgFw7MWNGV1kJNsm/nSrHGnTNlV9tP7F1+r+tybpkuomvbgso+ys65ud1ItDQ9d6WdVbL02alDSfJJ+SOllx9PHe+hff8hIE3Zmd/lKiwZRnPa1xUi8xI6YAHJastl7sdM3xU+YjmgKoNZPD9S9O5+X8Tm81p/SizNg1rAGH1cDF3gtU+bk2NbGzfBdk7ezXv/hbuqxsGw+qYQHfrHwskt36Jy7T6ahxO1uXVJouMGPZTY88sVPx8t/xWCFjBDiMHSYHXuzAwGf6QZbXis7B+hd/S8DUTVig4KASulAlq2y63nznZTdlnFQRYyBgtXvk15yKl697SejYy+gcxkiZf91LM3kxLA7Wv/hbDGs1Ywpk1IyBiCkQxLMjL9vZuiBVzbGD5mz/yC85FS9f9rLdO2UBhzH8tjloj1afW146sZM0dr/z6L/6/NNrD0A3sFRANbUjR162s3VhLzEpfDYHj/ySU/HyZS89hziONTM4dupPs/XSxZ9cks2jKQCVMD1c/+IvqdkWRVHMgHpku7BnYI+8eEx3s3VBKkTMIgbwd4/8ilPx8nUvA3MAM5bWixo5HU+nJc0nZ3VMxyllfbj+xd/bIx+14wMpM+oOPVMg0HlBjZwDUDHdzdYFqVC3Q0L/4JFfcSpevuylYNlZNo7DGEDEabyO5ZfG6+xF/AfrX/y9v6sjzQgeU1TMoMZ9f7c2rLKG6X7KOKmAlK0+eOTXnIoXXOX5gC4r2yaCb4wPVbKwF7ja9f7glibNmexn65IKcO0o9PTILzoVL5DzRxLxIhEvEvEiES8S8SIRL+JFIl4k4kUiXiTiRSJeJOJFvEjEi0S8SMSLRLxIxItEvIgXiXiRiBeJeJGIF4l4kUjEi0S8SMTLO1Esv3i3Ygn4uo2zd9alyf9zmxBftzEAbJ/hrVfLbm+xoWv0MkwbiXfZm2uFRdqYof+rly7rgYqxk2ev92nzCPjZf30EFWPn0ESX9fahh+qy2TeKGWvxciIvSZqm6eK9L5I6MYz/q/pByuKd2z/yJraPPqpDPvbQv2a/cGcpXk7lZbZvAqLSxBldRNMOw4VdsrAxvmIJuIMpe6Cr7CIMfjoaXUCxhCaZZowAr2mbCKjj0SQ+BpJRzhjIdbtKfShqt1nF0xc53ahJu4ZZxj41jQPFEgPJlB4KskZAJ2O0fUX46X5D9EVijC6Age7Qah9wdDtmQMVoSDBLzBir2i7VtX8PvSlUdbiUhHj5gpcF2yxdHXiZFsyrFRRLzNh4mjkCVlHCHNr0UWlqxRL5wMzJGMFh02t6SJn11HBXjBY5YxQcg5gaiqPuS3oTR3tjPjCb2qOyijkqxRLuipHLCr2hi5QqY7R9RWgTRa1dJU+NrDJjamgObswUtWncihEylmmvRhPFzFTPJlIH76GJ/W0pxMtX2qNasbTb+Qx00Sm7cli8ax8USyy8GTxmSJmjLmqsVj78mVIsbYuSMULCHIu4h+cBDRVK2v5uQhfQdBTpI5o6wNsbD9qjGNDMFUugJLDSSJKyQqmRMdq+YsFUqdTu1d7bxYkDaLpQhipgpNQ4IGMK1F4Onxo+NQ7fwwy7UoiXr/R3fcUSMT0gPtho/NhLHZemZQWXLNMcqMimWuDIS2m/RbjatGS981LSBypGiiPg7FbQtDce918qRjsviVEmSLXPDBmj7StG9j0X9i16dv1FzQUwcGF3SzfI2AMIGtNysF7272EF7EohXr7cHr3yEtj2aDaDYomK1aJnBRSVJl3AjRtOXZu9Fx8A/HZ0FuWbXsrPeOnp0YnoMbf32VeMmBbFtMH1Sy9+zKAoimL6e+qZ89pLCexLIV6+6uVVe7RgWwB1w8J2ameoWGFRAAVjNVsAwfTxH7ZHvq5ypqht/dIdtkfFkZftjQdeqqnFKIGSHQrqVi2oWSNjtH3Fgnq3IfpBe+RN7VEG5LOtvR7u1svRe9iWQrycsL+L7PB4OmUVDRxmuu29mH1tysjbfvxbL7nt7844eknDQA2sCtvfLfuYCY68bG888DJmFctOsQQGVoUy1MDIAcgYbV8RmlXQDgDQqbHNsnasodn0CVPUxvTxdnH0iNobSuPWNL1/9B4wlUK8fOd4ejRVzHzvxe5GFU2ctNF+2mZ1OrZNABTaGO0e918Q2ePpYDX2xTjW3qr0csaAO7RjXB972d6481IxStrBHqLDW5WeXcQ3tXVItH1F+Ol+Q/RZYkwyAzTdoU3s8XRZKftuVGqaPDIalWlmR+8B21KIl6+fE/AXQMLr3ERE8+oWa712Lwuu+oy6Ey/i5UPJ9Zl3iBIvN+VFIl4k4kUiXiTiRbxIxItEvEguxkvkSyRvJX/Lix9JJG/HkTpWIpFIJBKJRCKRSF7k/wE5ToqjFiGROwAAAABJRU5ErkJggg==)

## Bitwise AND Operator (&) in Java

This operator is used to perform bitwise AND operation between two integral operands. The AND operator is represented by a symbol & which is called ampersand. It compares each bit of the left operand with the corresponding bit of right operand.

Let’s consider the truth table given in the figure to understand the operation of AND operator.
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Truth table is a table that gives the relationship between inputs and output. In AND operation, on multiplying two or more input bits, we get output bit.

From the truth table shown in figure, if both compared input bits are 1, we get output 1. Otherwise, we get output 0.

From the truth table, On multiplying the individual bits of x and y, we get x & y = 0 0 0 0 1 0 1 0. It is nothing but 10 in decimal form.

## Bitwise OR Operator ( | ) in Java

This operator is used to perform OR operation on bits of numbers. It is represented by a symbol | called pipe symbol.

In OR operation, each bit of first operand (number)  is compared with the corresponding bit of the second operand.
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To understand OR operation, consider truth table given in the above figure. If both compared bits are 0, the output is 0. If any one bit is 1 in both bits, the output is 1.

On adding input bits of (x = 20) and (y = 10), we get output bits 0 0 0 0 1 1 1 1. This is nothing but 15 in decimal form.

## Bitwise Exclusive OR (XOR) Operator (^)

The operator ^ performs exclusive OR (XOR) operation on the bits of numbers. This operator compares each bit first operand (number) with the corresponding bit of the second operand.

Exclusive OR operator is represented by a symbol ^ called cap. Let us consider the truth table of the XOR operator to understand exclusive OR operation.
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To understand exclusive OR (XOR) operation, consider the truth table as shown in the above figure. If we have odd number of 1’s in input bits, we get output bit as 1. In other words, if two bits have the same value, the output is 0, otherwise, the output is 1.

From the truth table, when we get odd number of 1’s then notice that the output is 1 otherwise the output is 0. Hence, x ^ y = 0 0 0 0 1 1 1 1 is nothing but 15 in decimal form.

Hope that this tutorial has covered almost all important points related to the **bitwise operator in java** with suitable examples.

**Shift Operator in Java | Left, Signed, Unsigned Right**

The operator which is used to shift the bit patterns right or left is called **shift operator in java**.

The general form of shift expression is as follows:

left\_operand  op  n

where,

left\_operand ➜ left operand that can be of integral type.  
op ➜ left shift or right shift operator.  
n ➜ number of bit positions to be shifted. It must be of type int only.

For example:

10 << 2

Here, the value 10 is operand, << is left shift operator, 2 is the number of bit positions to be shifted.

**Types of Shift Operator in Java**

There are two types of shift operators in Java. They are:

1. Left shift operator
2. Right shift operator

**Left Shift Operator in Java**

The operator that shifts the bits of number towards left by n number of bit positions is called **left shift operator in Java**.

This operator is represented by a symbol <<, read as double less than. If we write x << n, it means that the bits of x will be shifted towards left by n positions.

Let us take an example to understand the concept of the Java left shift operator.

1. If int x = 20. Calculate x value if x << 3.

The value of x is 20 = 0 0 0 1  0 1 0 0 (binary format). Now x << 3 will shift the bits of x towards left by 3 positions. Due to which leftmost 3 bits will be lost.
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**Key point:** Shifting a value to the left, n bits, is equivalent to multiplying that value by 2^n.

For example: In the above expression, n = 3. So, 20 \* 2^3 = 20 \* 8 = 160.

Let’s take another example based on the left shift operator.

2. If a = 45, calculate a value if a << 1.

The value 45 is represented in binary format as 0 0 1 0 1 1 0 1. If this value is shifted towards left by one position, we will get 0 1 0 1 1 0 1 0. This number in decimal form is nothing but 90 that is twice of 45. i.e. 45 \* 2^1 = 90.

**Right Shift Operator in Java**

The operator that shifts the bits of number towards the right by n number of bit positions is called right shift operator in Java. The right shift operator in java is represented by a symbol >>, read as double greater than.

If we write x >> n, it means that the bits of x will be shifted towards right by n positions. There are two types of right shift operators in java:

1. Signed right shift operator (>>)  
2. Unsigned right shift operator (>>>)

Both of these operators shifts bits of number towards right by n number of bit positions.

**Signed Right Shift Operator**

The signed right shift operator >> shifts bits of the number towards the right and also reserves the sign bit, which is leftmost bit. A sign bit represents the sign of a number.

If the sign bit is 0 then it represents a positive number. If the sign bit is 1, it represents a negative number.

If the number is positive, the leftmost position is filled with 0. If the number is negative, the leftmost position is filled with 1. The signed shift operator uses the same sign as used in the number before shifting of bits.

Let’s understand the concept of right shift operator with the help of an example.

1. If int x = 10 then calculate x >> 3 value.

The value of x is 10 = 0 0 0 0  1 0 1 0. Since the number is positive, the leftmost bit position will be filled with 0. Now x >> 3 will shift the bits of x towards the right by 3 positions. The rightmost 3 bits will be lost due to shifting.

Hence, after shifting, bits of x is 0 0 0 0 0 0 0 1 that is 1 in decimal form. The bit pattern after the right shift is shown in the below figure:
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You will notice in this example that after performing right shift operation on a positive number 10, we get a positive value 1 as a result.

Similarly, if we perform right shift operation on a negative number, again we will get a negative value only.

**Key point:** Shifting a value to the right is equivalent to dividing the number by 2^n.

Let’s take some examples.

1. int i = 10;

int result = i >> 3; // result = 1

In this expression, 10 / 2^3 = 10 / 8 = 1.

2. int i =20;

int result = i >> 2; // result = 5.

In this expression,  20 / 2^2 = 5.

3. int i = -20

int result = i >> 2; // result = -5.

In this expression, -20 / 2^2 = -5.

Let’s take an example that is based on right shifting on a negative number.

2. If int x = -10 then calculate x >> 2 value.
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1.  +10 in 8-bit form is 0 0 0 0 1 0 1 0.

2. Obtain the 1’s complement of 0 0 0 0 1 0 1 0. The 1’s complement can be obtained by simply complementing each bit of the number, that is, by changing all 0s to 1s and all 1s to 0s.

After taking complement of 0 0 0 0 1 0 1 0, the result in 1’s complement form is 1 1 1 1 0 1 0 1.

3. Now add 1 to get 2’s complement form. After adding 1 in LSB (Least Significant Bit), the result is 1 1 1 1 0 1 1 0. This is in 2’s complement form.

Here, 1 in MSB (Most Significant Bit) represents negative number. Thus, the 2’s complement form of -10 is 1 1 1 1 0 1 1 0.

4. Since the number is negative, the leftmost position is filled with two 1s. Now x >> 2 will shift the bits of x towards the right by 2 positions.

The rightmost 2 bits will be lost due to shifting. Hence, after shifting, bits of x in 2’s complement form is 1 1 1 1 1 1 0 1.

5. Now convert 2’s complement bits into 1’s complement bits. Subtract 1 in LSB to convert 2’s complement form into 1’s complement. The result in 1’s complement form is 1 1 1 1 1 1 0 0.

6. Take the complement of each bit to get original form of number after shifting. So, the result in original form is 0 0 0 0 0  0 1 1.  This is nothing but -3 in decimal form.

Let’s verify the above result by creating a program in java.

**Program source code 1:**

package shiftOperator;

public class SignedRightShiftExample

{

public static void main(String[] args)

{

int x = -10,

c = 0;

c = x >> 2;

System.out.println("x >> 2 = " +c);

}

}

Output:

x >> 2 = -3

**Unsigned Right Shift Operator**

The unsigned right shift operator in java performs nearly the same operation as the signed right shift operator in java. The unsigned right shift operator is represented by a symbol >>>, read as triple greater than.

The unsigned right shift operator always fills the leftmost position with 0s because the value is not signed. Since it always stores 0 in the sign bit, it is also called zero fill right shift operator in java.

If you will apply the unsigned right shift operator >>> on a positive number, it will give the same result as that of >>. But in the case of negative numbers, the result will be positive because the signed bit is replaced by 0.

**Key points:**Both signed right shift operator >> and unsigned right shift operator >>> are used to shift bits towards the right.

The only difference between them is that >> preserve sign bits whereas >>> does not preserve sign bit. It always fills 0 in the sign bit whether number is positive or negative.

Let us create a program to observe the effect of various shift operators.

**Program source code 2:**

package shiftOperator;

public class UnsignedRightShiftExample {

public static void main(String[] args)

{

int x = 10;

int y = -10;

System.out.println("x >> 1 = " + (x >> 1));

System.out.println("x >>> 1 = " + (x >>> 1));

System.out.println("y >> 2 = " + (y >> 2));

System.out.println("y >>> 2 = " + (y >>> 2));

}

}

Output:

x >> 1 = 5

x >>> 1 = 5

y >> 2 = -3

y >>> 2 = 1073741821

Hope that this tutorial has covered almost all topics related to **shift operator in Java**.